**Hibernate**

* Hibernate is an open source Java persistence framework.
* It performs powerful object relational mapping and query databases using HQL and SQL.
* Hibernate is a great tool for ORM mappings in java. It can cut down a lot of complexity and thus defects as well from your application, which may otherwise find a way to exist.
* This is specially boon for developers with limited knowledge of SQL.
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1. **Configuration** :

* Generally written in hibernate.properties or hibernate.cfg.xml files. For Java configuration, you may find class annotated with @Configuration.
* It is used by Session Factory to work with Java Application and the Database.
* It represents an entire set of mappings of an application Java Types to an SQL database.

1. **Session Factory :**

* Any user application requests Session Factory for a session object. Session Factory uses configuration information from above listed files, to instantiates the session object appropriately.

1. **Session :**

* This represents the interaction between the application and the database at any point of time. This is represented by the org.hibernate.Session class.
* The instance of a session can be retrieved from the SessionFactory bean.

1. **Query :**

* It allows applications to query the database for one or more stored objects.
* Hibernate provides different techniques to query database, including NamedQuery and Criteria API.

1. **First-level cache :**

* It represents the default cache used by Hibernate Session object while interacting with the database.
* It is also called as session cache and caches objects within the current session.
* All requests from the Session object to the database must pass through the first-level cache or session cache.
* One must note that the first-level cache is available with the session object until the Session object is live.

1. **Transaction :**

* Enables you to achieve data consistency, and rollback incase something goes unexpected.

1. **Persistent objects :**

* These are plain old Java objects (POJOs), which get persisted as one of the rows in the related table in the database by hibernate.
* They can be configured in configurations files (hibernate.cfg.xml or hibernate.properties) or annotated with @Entity annotation.

1. **Second-level cache :**

* It is used to store objects across sessions.
* This needs to be explicitly enabled and one would be required to provide the cache provider for a second-level cache. One of the common second-level cache providers is EhCache.

# **Hibernate Entity / Persistence LifeCycle States**

* [Hibernate](https://howtodoinjava.com/hibernate-tutorials/) works with normal Java objects that your application creates with the new operator. In raw form (without annotations), hibernate will not be able to identify your java classes; but when they are properly annotated with required annotations then hibernate will be able to identify them and then work with them
* Given an instance of an object that is mapped to Hibernate, it can be in any one of four different states: **transient, persistent, detached, or removed**.

# **Transient Object**

* Transient objects exist in heap memory. Hibernate does not manage transient objects or persist changes to transient objects.
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Transient objects are independent of Hibernate

* To persist the changes to a transient object, you would have to ask the session to save the transient object to the database, at which point Hibernate assigns the object an identifier and marks the object as being in persistent state.

# **Persistent Object**

* Persistent objects exist in the database, and Hibernate manages the persistence for persistent objects.

![Persistent objects are maintained by Hibernate](data:image/jpeg;base64,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)Persistent objects are maintained by Hibernate

* If fields or properties change on a persistent object, Hibernate will keep the database representation up to date when the application marks the changes as to be committed.

# **Detached Object**

* Detached objects have a representation in the database, but changes to the object will not be reflected in the database, and vice-versa. This temporary separation of the object and the database is shown in image below.
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Detached objects exist in the database but are not maintained by Hibernate

* A detached object can be created by closing the session that it was associated with, or by evicting it from the session with a call to the session’s evict() method.
* In order to persist changes made to a detached object, the application must reattach it to a valid Hibernate session. A detached instance can be associated with a new Hibernate session when your application calls one of the load, refresh, merge, update(), or save() methods on the new session with a reference to the detached object. After the call, the detached object would be a persistent object managed by the new Hibernate session.

# **How to generate primary keys**

* Hibernate supports 4 different primary key generation strategies which generate the primary key values programmatically or use database features, like auto-incremented columns or sequences.
* The only thing you have to do is to add the *@GeneratedValue* annotation to your primary key attribute and choose a generation strategy.

|  |  |
| --- | --- |
|  | @Id |
|  | @GeneratedValue |
|  | @Column(name = "id", updatable = false, nullable = false) |
|  | private Long id; |

# **GenerationType.AUTO**

* The GenerationType.AUTO is the default generation type and lets the persistence provider choose the generation strategy.

|  |  |
| --- | --- |
|  | @Id |
|  | @GeneratedValue(strategy = GenerationType.AUTO) |
|  | @Column(name = "id", updatable = false, nullable = false) |
|  | private Long id; |

* If you use Hibernate as your persistence provider, it selects a generation strategy based on the database specific dialect. For most popular databases, it selects GenerationType.IDENTITY

# **GenerationType.IDENTITY**

* It relies on an auto-incremented database column and lets the database generate a new value with each insert operation. From a database point of view, this is very efficient because the auto-increment columns are highly optimized, and it doesn’t require any additional statements.

|  |  |
| --- | --- |
|  | @Id |
|  | @GeneratedValue(strategy = GenerationType.IDENTITY) |
|  | @Column(name = "id", updatable = false, nullable = false) |
|  | private Long id; |

# **GenerationType.SEQUENCE**

* The *GenerationType.SEQUENCE* is my preferred way to generate primary key values and uses a database sequence to generate unique values.
* It requires additional select statements to get the next value from a database sequence.

|  |  |
| --- | --- |
|  | @Id |
|  | @GeneratedValue(strategy = GenerationType.SEQUENCE, generator = "book\_generator") |
|  | @SequenceGenerator(name="book\_generator", sequenceName = "book\_seq", allocationSize=50) |
|  | @Column(name = "id", updatable = false, nullable = false) |
|  | private Long id; |

# **GenerationType.TABLE**

* The *GenerationType.TABLE* gets only rarely used nowadays. It simulates a sequence by storing and updating its current value in a database table which requires the use of pessimistic locks which put all transactions into a sequential order. This slows down your application, and you should, therefore, prefer the *GenerationType.SEQUENCE*, if your database supports sequences, which most popular databases do.

|  |  |
| --- | --- |
|  | @Id |
|  | @GeneratedValue(strategy = GenerationType.TABLE, generator = "book\_generator") |
|  | @TableGenerator(name="book\_generator", table="id\_generator", schema="bookstore") |
|  | @Column(name = "id", updatable = false, nullable = false) |
|  | private Long id; |

# **Composite Primary Keys In Hibernate**

* If the table has a primary key then in Entity class we configure that column using [@Id annotation](http://www.simplecodestuffs.com/auto-generate-primary-key-in-hibernate/). Even when the table doesn’t need a primary key, we must configure one column as id (one primary key is must).
* Now If the database table has more than one column as primary key then we call it as composite primary key, so if the table has multiple primary key columns , then in order to configure these primary key columns we need to create a new @Embeddable class containing the PK fields:

@Embeddable  
**public** **class** **RegistrationId** **implements** **Serializable**{  
  
        @Column(name = "STUDENT\_ID")  
        **private** **int** studentId;  
  
        @Column(name = "DEPARTMENT")  
        **private** **String** department;  
  
        // Create getters and Setters   
}

* And we should use it in the @Entity as a @EmbeddedId:

@Entity  
@Table(name = "STUDENT")  
**public** **class** **StudentEntity** {  
  
        @EmbeddedId  
        **private** **RegistrationId** regid;  
        ...  
        // Create Getters and Setters  
}

* To persist the entity:

**RegistrationId** regId = **new** **RegistrationId**();  
   regId.setStudentId(1);  
   regId.setDepartment("ECE");  
  
   **StudentEntity** student = **new** **StudentEntity**();   
   student.setRegid(regId);  
          
   session.save(student);

# [**Hibernate Annotations**](http://www.codejava.net/frameworks/hibernate/getting-started-with-hibernate-annotations)

|  |  |  |
| --- | --- | --- |
| **Annotation** | **Modifier** | **Description** |
| @Entity |  | Marks a class as a Hibernate Entity (Mapped class) |
| @Table | Name | Maps this class with a database table specified by name modifier. If name is not supplied it maps the class with a table having same name as the class |
| @Id |  | Marks this class field as a primary key column |
| @GeneratedValue |  | Instructs database to generate a value for this field automatically |
| @Column | Name | Maps this field with table column specified by nameand uses the field name if name modifier is absent |
| @ManyToMany | Cascade | Marks this field as the owning side of the many-to-many relationship and cascade modifier specifies which operations should cascade to the inverse side of relationship |
| mappedBy | This modifier holds the field which specifies the inverse side of the relationship |
| @JoinTable | Name | For holding this many-to-many relationship, maps this field with an intermediary database join table specified by name modifier |
| joinColumns | Identifies the owning side of columns which are necessary to identify a unique owning object |
| inverseJoinColumns | Identifies the inverse (target) side of columns which are necessary to identify a unique target object |
| @JoinColumn | Name | Maps a join column specified by the name identifier to the relationship table specified by @JoinTable |

# [**Hibernate Query Language (HQL) Example**](http://www.codejava.net/frameworks/hibernate/hibernate-query-language-hql-example)

* The Hibernate ORM framework provides its own query language called Hibernate Query Language or HQL for short. It is very powerful and flexible and has the following characteristics:
* SQL similarity:
  + HQL’s syntax is very similar to standard SQL. If you are familiar with SQL then writing HQL would be pretty easy: from SELECT, FROM, ORDER BY to arithmetic expressions and aggregate functions, etc.
* Fully object-oriented:
  + HQL doesn’t use real names of table and columns. It uses class and property names instead. HQL can understand inheritance, polymorphism and association.
* Case-insensitive for keywords:
  + Like SQL, keywords in HQL are case-insensitive. That means SELECT, select or Select are the same.
* Case-sensitive for Java classes and properties:
  + HQL considers case-sensitive names for Java classes and their properties, meaning Person and person are two different objects.

# How to execute HQL in Hibernate

* Basically, it’s fairly simple to execute HQL in Hibernate. Here are the steps:
* Write your HQL:

|  |  |
| --- | --- |
| 1 | String hql = "Your Query Goes Here"; |

* Create a Query from the Session:

|  |  |
| --- | --- |
| 1 | Query query = session.createQuery(hql); |

* Execute the query: depending on the type of the query (listing or update), an appropriate method is used:
  + For a listing query (SELECT):

|  |  |
| --- | --- |
| 1 | List listResult = query.list(); |

* + For an update query (INSERT, UPDATE, DELETE):

|  |  |
| --- | --- |
| 1 | int rowsAffected = query.executeUpdate(); |

* Extract result returned from the query: depending of the type of the query, Hibernate returns different type of result set. For example:
  + Select query on a mapped object returns a list of those objects.
  + Join query returns a list of arrays of Objects which are aggregate of columns of the joined tables. This also applies for queries using aggregate functions (count, sum, avg, etc).

# List Query Example

* The following code snippet executes a query that returns all Category objects:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | String hql = "from Category";  Query query = session.createQuery(hql);  List<Category> listCategories = query.list();    for (Category aCategory : listCategories) {      System.out.println(aCategory.getName());  } |

* Note that in HQL, we can omit the SELECT keyword and just use the FROM instead.

# Search Query Example

* The following statements execute a query that searches for all products in a category whose name is ‘Computer’:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | String hql = "from Product where category.name = 'Computer'";  Query query = session.createQuery(hql);  List<Product> listProducts = query.list();    for (Product aProduct : listProducts) {      System.out.println(aProduct.getName());  } |

* The cool thing here is Hibernate automatically generates JOIN query between the Product and Category tables behind the scene. Thus we don’t have to use explicit JOIN keyword:

|  |  |
| --- | --- |
| 1 | from Product where category.name = 'Computer' |

# Using Named Parameters Example

* You can parameterize your query using a colon before parameter name, for example **:id** indicates a placeholder for a parameter named **id**. The following example demonstrates how to write and execute a query using named parameters:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | String hql = "from Product where description like :keyword";    String keyword = "New";  Query query = session.createQuery(hql);  query.setParameter("keyword", "%" + keyword + "%");    List<Product> listProducts = query.list();    for (Product aProduct : listProducts) {      System.out.println(aProduct.getName());  } |

* The above HQL searches for all products whose description contains the specified keyword:

|  |  |
| --- | --- |
| 1 | from Product where description like :keyword |

* Then use the **setParameter(name, value)** method to set actual value for the named parameter:

|  |  |
| --- | --- |
| 1 | query.setParameter("keyword", "%" + keyword + "%"); |

* Note that we want to perform a LIKE search so the percent signs must be used outside the query string, unlike traditional SQL.

# Insert - Select Query Example

* HQL doesn’t support regular INSERT statement (you know why - because the session.save(Object) method does it perfectly). So we can only write INSERT … SELECT query in HQL. The following code snippet executes a query that inserts all rows from Category table to OldCategory table:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | String hql = "insert into Category (id, name)"          + " select id, name from OldCategory";    Query query = session.createQuery(hql);    int rowsAffected = query.executeUpdate();  if (rowsAffected > 0) {      System.out.println(rowsAffected + "(s) were inserted");  } |

* Note that HQL is object-oriented, so Category and OldCategory must be mapped class names (not real table names)

# Update Query Example

* The UPDATE query is similar to SQL. The following example runs a query that updates price for a specific product:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | String hql = "update Product set price = :price where id = :id";    Query query = session.createQuery(hql);  query.setParameter("price", 488.0f);  query.setParameter("id", 43l);    int rowsAffected = query.executeUpdate();  if (rowsAffected > 0) {      System.out.println("Updated " + rowsAffected + " rows.");  } |

# Delete Query Example

* Using DELETE query in HQL is also straightforward. For example:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | String hql = "delete from OldCategory where id = :catId";    Query query = session.createQuery(hql);  query.setParameter("catId", new Long(1));    int rowsAffected = query.executeUpdate();  if (rowsAffected > 0) {      System.out.println("Deleted " + rowsAffected + " rows.");  } |

# 8. Join Query Example

* HQL supports the following join types (similar to SQL):
  + **inner** **join** (can be abbreviated as **join**).
  + **left** **outer** **join** (can be abbreviated as **left** **join**).
  + **right** **outer** **join** (can be abbreviated as **right** **join**).
  + **full** **join**
* For example, the following code snippet executes a query that retrieves results which is a join between two tables Productand Category:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | String hql = "from Product p inner join p.category";    Query query = session.createQuery(hql);  List<Object[]> listResult = query.list();    for (Object[] aRow : listResult) {      Product product = (Product) aRow[0];      Category category = (Category) aRow[1];      System.out.println(product.getName() + " - " + category.getName());  } |

* Using the **join** keyword in HQL is called **explicit join**. Note that a JOIN query returns a list of Object arrays, so we need to deal with the result set differently:

|  |  |
| --- | --- |
| 1 | List<Object[]> listResult = query.list(); |

* HQL provides **with** keyword which can be used in case you want to supply extra join conditions. For example:

|  |  |
| --- | --- |
| 1 | from Product p inner join p.category with p.price > 500 |

* That joins the Product and Category together with a condition specifies that product’s price must be higher than 500.
* As stated earlier, we can write **implicit join** query which uses dot-notation. For example:

|  |  |
| --- | --- |
| 1 | from Product where category.name = 'Computer' |

* That result in **inner** **join** in the resulting SQL statement.

# 9. Sort Query Example

* Sorting in HQL is very similar to SQL using ORDER BY clause follows by a sort direction ASC (ascending) or DESC(descending). For example:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | String hql = "from Product order by price ASC";    Query query = session.createQuery(hql);  List<Product> listProducts = query.list();    for (Product aProduct : listProducts) {      System.out.println(aProduct.getName() + "\t - " + aProduct.getPrice());  } |

* That lists all products by the ascending order of price.

# 10. Group By Query Example

* Using GROUP BY clause in HQL is similar to SQL. The following query summarizes price of all products grouped by each category:

|  |  |
| --- | --- |
| 1 | select sum(p.price), p.category.name from Product p group by category |

* And here is the code snippet:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | String hql = "select sum(p.price), p.category.name from Product p group by category";    Query query = session.createQuery(hql);  List<Object[]> listResult = query.list();    for (Object[] aRow : listResult) {      Double sum = (Double) aRow[0];      String category = (String) aRow[1];      System.out.println(category + " - " + sum);  } |

# 11. Pagination Query Example

* To return a subset of a result set, the **Query**interface has two methods for limiting the result set:
  + **setFirstResult(int** **firstResult)**: sets the first row to retrieve.
  + **setMaxResults(int** **maxResults)**: sets the maximum number of rows to retrieve.
* For example, the following code snippet lists first 10 products:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | String hql = "from Product";    Query query = session.createQuery(hql);  query.setFirstResult(0);  query.setMaxResults(10);    List<Product> listProducts = query.list();    for (Product aProduct : listProducts) {      System.out.println(aProduct.getName() + "\t - " + aProduct.getPrice());  } |

# 12. Date Range Query Example

* A nice feature of Hibernate is that it is able to defer parameter type to generate the resulting SQL statement accordingly. So using date time parameters in HQL is quick and easy, for example:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | String hql = "from Order where purchaseDate >= :beginDate and purchaseDate <= :endDate";    Query query = session.createQuery(hql);    SimpleDateFormat dateFormatter = new SimpleDateFormat("yyyy-MM-dd");  Date beginDate = dateFormatter.parse("2014-11-01");    query.setParameter("beginDate", beginDate);    Date endDate = dateFormatter.parse("2014-11-22");  query.setParameter("endDate", endDate);    List<Order> listOrders = query.list();    for (Order anOrder : listOrders) {      System.out.println(anOrder.getProduct().getName() + " - "              +  anOrder.getAmount() + " - "              + anOrder.getPurchaseDate());  } |

* The above query lists only orders whose purchase date is in a specified range.

# 13. Using Expressions in Query

* For expressions used in the WHERE clause, HQL supports all basic arithmetic expressions similar to SQL include the following:
  + mathematical operators: **+, -, \*, /**
  + binary comparison operators: **=, >=, <=, <>, !=, like**
  + logical operators: **and, or, not**
  + etc
* For a complete list of expressions supported by Hibernate, [click here](https://docs.jboss.org/hibernate/orm/3.3/reference/en/html/queryhql.html#queryhql-expressions).
* For example, the following query returns only products with price is ranging from 500 to 1000 dollars:

|  |  |
| --- | --- |
| 1 | from Product where price >= 500 and price <= 1000 |

# 14. Using Aggregate Functions in Query

* HQL supports the following aggregate functions:
  + **avg(…)**, **sum(…)**, **min(…)**, **max(…)**
  + **count(\*)**
  + **count(…)**, **count**(**distinct…)**, **count(all…)**
* For example, the following query counts all products:

|  |  |
| --- | --- |
| 1 | select count(name) from Product |

* And here’s the code snippet that shows how to extract the result:

|  |  |
| --- | --- |
| 1  2  3  4  5 | String hql = "select count(name) from Product";    Query query = session.createQuery(hql);  List listResult = query.list();  Number number = (Number) listResult.get(0);  System.out.println(number.intValue()); |

**Hibernate Criteria Queries**

* Hibernate provides three different ways to retrieve data from database. We have already discussed **HQL and native SQL queries**. Now we will discuss our third option i.e. Criteria. The **Criteria Query API** lets you build nested, structured query expressions in Java, providing a compile-time syntax checking that is not possible with a query language like HQL or SQL.
* The Criteria API also includes **query by example (QBE)** functionality. This lets you supply example objects that contain the properties you would like to retrieve instead of having to step-by-step spell out the components of the query. It also includes projection and aggregation methods, including count().

# Basic Usage Example

* The Criteria API allows you to build up a criteria query object programmatically; the org.hibernate.Criteria interface defines the available methods for one of these objects. The Hibernate Session interface contains several createCriteria() methods. Pass the persistent object’s class or its entity name to the createCriteria() method, and Hibernate will create a Criteria object that returns instances of the persistence object’s class when your application executes a criteria query.
* The simplest example of a criteria query is one with no optional parameters or restrictions—the criteria query will simply return every object that corresponds to the class.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  List<Product> results = crit.list(); |

* Moving on from this simple example, we will add constraints to our criteria queries so we can whittle down the result set.

**Using Restrictions with Criteria**

* The Criteria API makes it easy to use restrictions in your queries to selectively retrieve objects; for instance, your application could retrieve only products with a price over $30. You may add these restrictions to a Criteria object with the add() method. The add() method takes an org.hibernate.criterion.Criterion object that represents an individual restriction. You can have more than one restriction for a criteria query.

# Restrictions.eq() Example

* To retrieve objects that have a property value that “equals” your restriction, use the eq() method on Restrictions, as follows:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.eq("description","Mouse"));  List<Product> results = crit.list() |

* Above query will search all products having description as “Mouse”.

# ii) Restrictions.ne() Example

* To retrieve objects that have a property value “not equal to” your restriction, use the ne() method on Restrictions, as follows:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.ne("description","Mouse"));  List<Product> results = crit.list() |

* Above query will search all products having description anything but not “Mouse”.

# Restrictions.like() and Restrictions.ilike() Example

* Instead of searching for exact matches, we can retrieve all objects that have a property matching part of a given pattern. To do this, we need to create an SQL LIKE clause, with either the like() or the ilike() method. The ilike() method is case-insensitive.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.like("name","Mou%",MatchMode.ANYWHERE));  List<Product> results = crit.list(); |

* Above example uses an org.hibernate.criterion.MatchMode object to specify how to match the specified value to the stored data. The MatchMode object (a type-safe enumeration) has four different matches:
* ANYWHERE: Anyplace in the string  
  END: The end of the string  
  EXACT: An exact match  
  START: The beginning of the string

# iv) Restrictions.isNull() and Restrictions.isNotNull() Example

* The isNull() and isNotNull() restrictions allow you to do a search for objects that have (or do not have) null property values.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.isNull("name"));  List<Product> results = crit.list(); |

# v) Restrictions.gt(), Restrictions.ge(), Restrictions.lt() and Restrictions.le() Examples

* Several of the restrictions are useful for doing math comparisons. The greater-than comparison is gt(), the greater-than-or-equal-to comparison is ge(), the less-than comparison is lt(), and the less-than-or-equal-to comparison is le(). We can do a quick retrieval of all products with prices over $25 like this, relying on Java’s type promotions to handle the conversion to Double:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.gt("price", 25.0));  List<Product> results = crit.list(); |

# vi) Combining Two or More Criteria Examples

* Moving on, we can start to do more complicated queries with the Criteria API. For example, we can combine AND and OR restrictions in logical expressions. When we add more than one constraint to a criteria query, it is interpreted as an AND, like so:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.lt("price",10.0));  crit.add(Restrictions.ilike("description","mouse", MatchMode.ANYWHERE));  List<Product> results = crit.list(); |

* If we want to have two restrictions that return objects that satisfy either or both of the restrictions, we need to use the or() method on the Restrictions class, as follows:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criterion priceLessThan = Restrictions.lt("price", 10.0);  Criterion mouse = Restrictions.ilike("description", "mouse", MatchMode.ANYWHERE);  LogicalExpression orExp = Restrictions.or(priceLessThan, mouse);  crit.add(orExp);  List results=crit.list(); |

* The orExp logical expression that we have created here will be treated like any other criterion. We can therefore add another restriction to the criteria:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criterion price = Restrictions.gt("price",new Double(25.0));  Criterion name = Restrictions.like("name","Mou%");  LogicalExpression orExp = Restrictions.or(price,name);  crit.add(orExp);  crit.add(Restrictions.ilike("description","blocks%"));  List results = crit.list(); |

# vii) Using Disjunction Objects with Criteria

* If we wanted to create an OR expression with more than two different criteria (for example, “price > 25.0 OR name like Mou% OR description not like blocks%”), we would use an org.hibernate.criterion.Disjunction object to represent a disjunction.
* You can obtain this object from the disjunction() factory method on the Restrictions class. The disjunction is more convenient than building a tree of OR expressions in code. To represent an AND expression with more than two criteria, you can use the conjunction() method, although you can easily just add those to the Criteria object. The conjunction can be more convenient than building a tree of AND expressions in code. Here is an example that uses the disjunction:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criterion priceLessThan = Restrictions.lt("price", 10.0);  Criterion mouse = Restrictions.ilike("description", "mouse", MatchMode.ANYWHERE);  Criterion browser = Restrictions.ilike("description", "browser", MatchMode.ANYWHERE);  Disjunction disjunction = Restrictions.disjunction();  disjunction.add(priceLessThan);  disjunction.add(mouse);  disjunction.add(browser);  crit.add(disjunction);  List results = crit.list(); |

# viii) Restrictions.sqlRestriction() Example

* sqlRestriction() restriction allows you to directly specify SQL in the Criteria API. It’s useful if you need to use SQL clauses that Hibernate does not support through the Criteria API.
* Your application’s code does not need to know the name of the table your class uses. Use {alias} to signify the class’s table, as follows:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.sqlRestriction("{alias}.description like 'Mou%'"));  List<Product> results = crit.list(); |

# Paging Through the ResultSet

* One common application pattern that criteria can address is pagination through the result set of a database query. There are two methods on the Criteria interface for paging, just as there are for Query: setFirstResult() and setMaxResults(). The setFirstResult() method takes an integer that represents the first row in your result set, starting with row 0. You can tell Hibernate to retrieve a fixed number of objects with the setMaxResults() method. Using both of these together, we can construct a paging component in our web or Swing application.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.setFirstResult(1);  crit.setMaxResults(20);  List<Product> results = crit.list(); |

* As you can see, this makes paging through the result set easy. You can increase the first result you return (for example, from 1, to 21, to 41, etc.) to page through the result set.

**Obtaining a Unique Result**

* Sometimes you know you are going to return only zero or one object from a given query. This could be because you are calculating an aggregate or because your restrictions naturally lead to a unique result. If you want obtain a single Object reference instead of a List, the uniqueResult() method on the Criteria object returns an object or null. If there is more than one result, the uniqueResult() method throws a HibernateException.
* The following short example demonstrates having a result set that would have included more than one result, except that it was limited with the setMaxResults() method:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criterion price = Restrictions.gt("price",new Double(25.0));  crit.setMaxResults(1);  Product product = (Product) crit.uniqueResult(); |

* Again, please note that you need to make sure that your query returns only one or zero results if you use the uniqueResult() method. Otherwise, Hibernate will throw a NonUniqueResultException exception.

**Obtaining Distinct Results**

* If you would like to work with distinct results from a criteria query, Hibernate provides a result transformer for distinct entities, org.hibernate.transform.DistinctRootEntityResultTransformer, which ensures that no duplicates will be in your query’s result set. Rather than using SELECT DISTINCT with SQL, the distinct result transformer compares each of your results using their default hashCode() methods, and only adds those results with unique hash codes to your result set. This may or may not be the result you would expect from an otherwise equivalent SQL DISTINCT query, so be careful with this.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criterion price = Restrictions.gt("price",new Double(25.0));  crit.setResultTransformer( DistinctRootEntityResultTransformer.INSTANCE )  List<Product> results = crit.list(); |

* An additional performance note: the comparison is done in Hibernate’s Java code, not at the database, so non-unique results will still be transported across the network.

**Sorting the Query’s Results**

* Sorting the query’s results works much the same way with criteria as it would with HQL or SQL. The Criteria API provides the org.hibernate.criterion.Order class to sort your result set in either ascending or descending order, according to one of your object’s properties.
* This example demonstrates how you would use the Order class:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.gt("price",10.0));  crit.addOrder(Order.desc("price"));  List<Product> results = crit.list(); |

* You may add more than one Order object to the Criteria object. Hibernate will pass them through to the underlying SQL query. Your results will be sorted by the first order, then any identical matches within the first sort will be sorted by the second order, and so on. Beneath the covers, Hibernate passes this on to an SQL ORDER BY clause after substituting the proper database column name for the property.

**Performing Associations (Joins)**

* The association works when going from either one-to-many or from many-to-one. First, we will demonstrate how to use one-to-many associations to obtain suppliers who sell products with a price over $25. Notice that we create a new Criteria object for the products property, add restrictions to the products’ criteria we just created, and then obtain the results from the supplier Criteria object:

|  |
| --- |
| Criteria crit = session.createCriteria(Supplier.class);  Criteria prdCrit = crit.createCriteria("products");  prdCrit.add(Restrictions.gt("price",25.0));  List results = crit.list(); |

* Going the other way, we obtain all the products from the supplier MegaInc using many-to-one associations:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criteria suppCrit = crit.createCriteria("supplier");  suppCrit.add(Restrictions.eq("name","Hardware Are We"));  List results = crit.list(); |

**Adding Projections and Aggregates**

* Instead of working with objects from the result set, you can treat the results from the result set as a set of rows and columns, also known as a projection of the data. This is similar to how you would use data from a SELECT query with JDBC.
* To use projections, start by getting the org.hibernate.criterion.Projection object you need from the org.hibernate.criterion.Projections factory class. The Projections class is similar to the Restrictions class in that it provides several static factory methods for obtaining Projection instances. After you get a Projection object, add it to your Criteria object with the setProjection() method. When the Criteria object executes, the list contains object references that you can cast to the appropriate type.
* Example 1 : Single Aggregate ( Getting Row Count )

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.setProjection(Projections.rowCount());  List<Long> results = crit.list(); |

* Other aggregate functions available through the Projections factory class include the following:
  + avg(String propertyName): Gives the average of a property’s value
  + count(String propertyName): Counts the number of times a property occurs
  + countDistinct(String propertyName): Counts the number of unique values the property contains
  + max(String propertyName): Calculates the maximum value of the property values
  + min(String propertyName): Calculates the minimum value of the property values
  + sum(String propertyName): Calculates the sum total of the property values

**Example 2 : Multiple Aggregates**

* We can apply more than one projection to a given Criteria object. To add multiple projections, get a projection list from the projectionList() method on the Projections class. The org.hibernate.criterion.ProjectionList object has an add() method that takes a Projection object. You can pass the projections list to the setProjection() method on the Criteria object because ProjectionList implements the Projection interface.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  ProjectionList projList = Projections.projectionList();  projList.add(Projections.max("price"));  projList.add(Projections.min("price"));  projList.add(Projections.avg("price"));  projList.add(Projections.countDistinct("description"));  crit.setProjection(projList);  List<object[]> results = crit.list(); |

**Example 3 : Getting Selected Columns**

* Another use of projections is to retrieve individual properties, rather than entities. For instance, we can retrieve just the name and description from our product table, instead of loading the entire object representation into memory.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  ProjectionList projList = Projections.projectionList();  projList.add(Projections.property("name"));  projList.add(Projections.property("description"));  crit.setProjection(projList);  crit.addOrder(Order.asc("price"));  List<object[]> results = crit.list(); |

**Query By Example (QBE)**

* In QBE, instead of programmatically building a Criteria object with Criterion objects and logical expressions, you can partially populate an instance of the object. You use this instance as a template and have Hibernate build the criteria for you based upon its values. This keeps your code clean and makes your project easier to test.
* For instance, if we have a user database, we can construct an instance of a user object, set the property values for type and creation date, and then use the Criteria API to run a QBE query. Hibernate will return a result set containing all user objects that match the property values that were set. Behind the scenes, Hibernate inspects the Example object and constructs an SQL fragment that corresponds to the properties on the Example object.
* The following basic example searches for suppliers that match the name on the example Supplier object:

|  |
| --- |
| Criteria crit = session.createCriteria(Supplier.class);  Supplier supplier = new Supplier();  supplier.setName("MegaInc");  crit.add(Example.create(supplier));  List results = crit.list(); |

# Hibernate @NamedQuery

* Named queries in hibernate is a**technique to group the HQL statements in single location**, and lately refer them by some name whenever need to use them. It **helps largely in code cleanup**because these HQL statements are no longer scattered in whole code.
* Apart from above, below are some minor **advantages** of named queries:
  + **Fail fast**: Their syntax is checked when the session factory is created, making the application fail fast in case of an error.
  + **Reusable**: They can be accessed and used from several places which increase re-usability.
* But, you must know that named query really **make code less readable and sometimes debugging becomes more hard**, as you have to locate the actual query definition being executed and understand that as well.
* **Performance wise named queries done not make much difference**, nor put any excessive cost.
  + The *cost of transforming a HQL query to SQL is negligible* compared to the cost of actually executing the query.
  + The*memory cost of caching the query is really small*. Remember that Hibernate needs to have all the entities meta-data in memory anyway.
* In this tutorial, I am giving an example of named queries using annotation configuration.
* I have a DepartmentEntity.java class which is mapped to Department table in database. I have written two named queries i.e. one for updating a department name by it’s id, and second for selecting a department by it’s id.
* Named query definition has two important attributes:
  + **name**: The name of name query by which it will be located using hibernate session.
  + **query**: Here you give the HQL statement to get executed in database.

#### DepartmentEntity.java

|  |
| --- |
| @Entity  @Table(name = "DEPARTMENT", uniqueConstraints = {                      @UniqueConstraint(columnNames = "ID"),                      @UniqueConstraint(columnNames = "NAME") })  @NamedQueries  (      {          @NamedQuery(name=DepartmentEntity.GET\_DEPARTMENT\_BY\_ID, query=DepartmentEntity.GET\_DEPARTMENT\_BY\_ID\_QUERY),          @NamedQuery(name=DepartmentEntity.UPDATE\_DEPARTMENT\_BY\_ID, query=DepartmentEntity.UPDATE\_DEPARTMENT\_BY\_ID\_QUERY)      }  )  public class DepartmentEntity implements Serializable {        static final String GET\_DEPARTMENT\_BY\_ID\_QUERY = "from DepartmentEntity d where d.id = :id";      public static final String GET\_DEPARTMENT\_BY\_ID = "GET\_DEPARTMENT\_BY\_ID";        static final String UPDATE\_DEPARTMENT\_BY\_ID\_QUERY = "UPDATE DepartmentEntity d SET d.name=:name where d.id = :id";      public static final String UPDATE\_DEPARTMENT\_BY\_ID = "UPDATE\_DEPARTMENT\_BY\_ID";        private static final long serialVersionUID = 1L;        @Id      @GeneratedValue(strategy = GenerationType.IDENTITY)      @Column(name = "ID", unique = true, nullable = false)      private Integer id;        @Column(name = "NAME", unique = true, nullable = false, length = 100)      private String name;        public Integer getId() {          return id;      }        public void setId(Integer id) {          this.id = id;      }        public String getName() {          return name;      }        public void setName(String name) {          this.name = name;      }  } |

To test, above named query I have written following code and executed both named queries.

#### TestHibernateNamedQuery.java

|  |
| --- |
| public class TestHibernateNamedQuery  {      public static void main(String[] args)      {          //Open the hibernate session          Session session = HibernateUtil.getSessionFactory().openSession();          session.beginTransaction();          try          {              //Update record using named query              Query query = session.getNamedQuery(DepartmentEntity.UPDATE\_DEPARTMENT\_BY\_ID)                                          .setInteger("id", 1)                                          .setString("name", "Finance");              query.executeUpdate();                //Get named query instance              query = session.getNamedQuery(DepartmentEntity.GET\_DEPARTMENT\_BY\_ID)                                          .setInteger("id", 1);              //Get all departments (instances of DepartmentEntity)              DepartmentEntity department = (DepartmentEntity) query.uniqueResult();              System.out.println(department.getName());          }          finally          {              session.getTransaction().commit();              HibernateUtil.shutdown();          }      }  }    Output in console:    Hibernate: update DEPARTMENT set NAME=? where ID=?  Hibernate: select department0\_.ID as ID0\_, department0\_.NAME as NAME0\_ from DEPARTMENT department0\_ where department0\_.ID=?  Finance |

# Hibernate EhCache Configuration

<dependency>

    <groupId>net.sf.ehcache</groupId>

    <artifactId>ehcache</artifactId>

    <version>[2.0.0]</version>

    <type>pom</type>

</dependency>

<property key="hibernate.cache.use\_second\_level\_cache">true</property>

<propertyname="hibernate.cache.region.factory\_class">org.hibernate.cache.ehcache.EhCacheRegionFactory</property>

@Entity

@Cache(usage=CacheConcurrencyStrategy.READ\_ONLY,

region="department")

public class DepartmentEntity implements Serializable

{

    //code

}